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1. Drivers of Change
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2. Cloud Native Concepts
Cloud Native Concepts (1 of 2)

Infrastructure
  • Everything is code
  • Containerization
  • Immutable artifacts

Architecture
  • Microservices
  • Horizontal scaling
  • Stateless protocols
Cloud Native Concepts (2 of 2)

Design Patterns
- OAuth, OpenID Connect (OIDC), JSON Web Tokens (JWT)
- Representational state transfer (REST APIs)
- Event Stream Processing, e.g., Apache Kafka
- Command Query Responsibility Segregation (CQRS)
3. Legacy Versus Cloud Native
Legacy Architectures (1 of 2)

People
- Separate development, QA, and operations teams

Processes
- Waterfall software development lifecycle (SDLC)
- Traditional Release Engineering (customer facing packages)
- Long release cycles, e.g., months
- Production systems integration is a separate post-release process
- Manual orchestration
- Compartmentalized automation
Legacy Architectures (2 of 2)

Technology

- Monolithic code base and executables
- Vertical scaling on highly available, reliable hardware
- Large increments of scale / all services scale together
- Stateful (session oriented) protocols
- Strong consistency models for data (typically SQL)
- Use of internal non public APIs
- Fixed deployment architectures
Cloud Native Architectures (1 of 2)

People
- Integrated development, QA and operations teams (DevOps)

Processes
- Agile
- Continuous integration, delivery and deployment (CI/CD)
- Fast release cycles, e.g., minutes
- Production systems integration is a continuous process
- Automated orchestration
- End-to-end automation
Cloud Native Architectures (2 of 2)

Technology

• Individual microservices
• Horizontal scaling on commodity hardware (everything fails)
• Small increments of scale / each service scales independently
• Stateless protocols, e.g., RESTful APIs
• Eventual consistency and NoSQL for data
• API-centric approach and public APIs
• Flexible, evolutionary deployment architectures
4. Implementing Cloud Native
Building Blocks

- DevOps
- CI/CD
- Containers
- Microservices

https://www.instana.com/blog/cloud-native-seeing-through-hype/
Containers

Diagram showing the layers of a container, including:
- Writable Layer
- Custom Image
- Base Image
- Application
- Container Process
- Host OS

The diagram also illustrates the components of a container compared to a virtual machine (VM), highlighting the differences in terms of resource isolation and software stack.
CI/CD
Automation in the CI/CD Pipeline
DevOps

DevOps is “a set of practices intended to reduce the time between committing a change to a system and the change being placed into normal production, while ensuring high quality”

Microservices Concepts
5. Cloud Native Landscape
Cloud Native Landscape

This landscape is intended as a map through the previously uncharted terrain of cloud native technologies. There are many routes to deploying a cloud native application, with CNCF Projects representing a particularly well-traveled path.

https://landscape.cncf.io
Cloud Native Landscape (1 of 3)

• Application Definition and Development
  • Database
  • Streaming and Messaging
  • Application Definition and Image Build
  • Continuous Integration and Delivery

• Observability and Analysis
  • Monitoring
  • Logging
  • Tracing (and Distributed Tracing)
  • Chaos Engineering
Cloud Native Landscape (2 of 3)

• **Orchestration and Management**
  • Scheduling and Orchestration
  • Coordination and Service Discovery
  • Remote Procedures Call
  • Service Proxy
  • API Gateway
  • Service Mesh

• **Kubernetes Services**
  • Kubernetes Certified Service Providers
  • Kubernetes Training Partners
Cloud Native Landscape (3 of 3)

Platform
- Certified Kubernetes Distribution
- Certified Kubernetes Hosting
- Certified Kubernetes Installer

Runtime
- Automation and Configuration
- Container Registry
- Security and Compliance
- Key Management
6. Benefits of Cloud Native
Benefits of Cloud Native (1 of 2)

Business
  • Cost efficient
  • Fast time to market
  • Competitive advantage

Technical
  • Deployments are elastic
  • Architectures can evolve
  • Better availability
Benefits of Cloud Native (2 of 2)

Customer
  • Better quality
  • Better customer experience
  • Higher customer value
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